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ABSTRACT
Formal ontologies have been successfully used in various places in the domain of user interface development, e.g. in the integration of heterogeneous user interface components. Besides providing a sound basis for comparing interface components from distinct developers, a central advantage is that ontologically enhanced user interfaces allow controlling interactions between user interface components at run-time. For making these advantages available on a large scale, we strongly plead for taking principals from ontology engineering into account when standardizing user interface models.

INTRODUCTION
Software in general, and user interfaces in particular, are only seldom developed from scratch. Instead, components are reused, which may be home-grown, open source, or commercial, or a combination of those. Therefore, the task of integrating software components is an important part of software engineering. In this paper, we show how this task can be improved by using ontologies serving as formal models of user interfaces.

We use the term user interface integration, or UI integration for short, to denote the activity of assembling a user interface from different UI components. With traditional approaches to UI integration, especially when using heterogeneous UI components which do not come with matching screws and bolts, the developer has to acquire a lot of knowledge about the components’ internal functionality and perform quite a few hacks to end up with a seamlessly integrated user interface. Typically, the result will contain lots of code-tangling and not be very modular and easily maintainable [7].

We introduce an approach for integrating user interface components, using formal ontologies for modeling these components. We present examples showing the advantages of using formal ontologies for user interface integration, and discuss the necessity for bringing together user interface standards and formal ontologies.

APPROACH
In our previous work, we have developed an approach which uses ontologies for integrating heterogeneous UI components [6, 7, 8]. Our current research prototype is implemented in Java, using the OntoBroker [1] reasoner.

In this approach, we use two types of ontologies which are shared by all developers of components and provide a common conceptualization: an ontology of the user interfaces and interactions domain, and an ontology of the real world domain the system is built for (e.g. banking, travel, etc.). Based on these two ontologies, one application ontology is defined per integrated application. This ontology reflects a formal model of the applications’ UI components, the interactions that are possible with them, and integration rules that define the possible interactions with other applications. Fig. 1 shows an overview of the three types of ontologies.

It is noteworthy that the real world domain ontology and the ontology of the user interfaces and interactions domain are distinct and not connected with each other. This account allows a strict separation of concerns, and the framework becomes universally applicable: when developing systems for a different domain, the real world domain ontology can be exchanged for a
different one without having to change the underlying framework for user interface integration.

In terms of MDA, the ontology of the user interfaces and interactions domain corresponds to the meta model, as it contains the definitions of things that can potentially exist in the domain of user interfaces. The application ontologies correspond to models in MDA terms, as they define one specific type of user interface, as argued in [11].

With those ontologies, all messages sent between components as well as the information objects contained therein are annotated. Assuming that the two domain ontologies reflect a generic but widely shared conceptualization of the real world domain the application is developed for as well as the inner workings of user interfaces, these annotations lead to a mutual understanding between components. While annotating static components of a user interface enables developers to generally assess the interoperability between interface components, events are annotated at run-time. These annotated events, raised by UI components, are processed centrally by the reasoner based on the integration rules defined in the application ontologies, facilitating a mechanism for semantic event processing [10]. Thus, a clear and complete decoupling between components is possible with our approach. This decoupling leads to an integrated system where single parts can be easily exchanged for others, and code-tangling is avoided.

Using a reasoner for analyzing the integrated components and the events they raise at run-time requires a formal ontology. Based on this formal ontology, the reasoner can compute deductions on how the integrated components can work together. As ontologies are well-grounded in formal logics, standard reasoners can be employed to perform those computations. Furthermore, the implicit assumptions underlying the individual models are made explicit in the domain ontologies, thus, the models can be communicated more easily, without the need to deeply understand the internals of all integrated components.

**CONTRIBUTIONS TO THE WORKSHOP**

Our main focus lies on the integration of existing applications, especially on the user interface level. Just like MDA, our ontology-based approach for UI integration would heavily benefit from standardizing user interface models. Even more so, if user interfaces were delivered with a standardized formal description (sometimes called ontology), they could be integrated at run-time in an ad hoc fashion.

---

**Figure 2. Architecture of our Integration Framework.** UI components and information objects are described in ontologies, and a reasoner evaluates events based on integration rules at run-time, thus facilitating dynamic integration of user interface components.
Therefore, we are very interested in driving the standardization of UI models forward. For the reasons discussed in the previous section, we are confident that ontologies are a useful enhancement when standardizing user interfaces. We therefore argue for shaping UI modeling standards in a way that ontology-based approaches are possible. We are confident that the use of ontologies in standardized UI models will improve their reusability and communicability. Furthermore, a vast amount of ontology editors, programming frameworks etc. already exists. Thus, a standardized model built on such well-established foundations will experience increased acceptance.

With our use case of user interface integration, we have shown an approach that relies on formal ontologies as models for user interfaces. There are other interesting fields where formal ontologies are used at run-time for improving user interfaces, such as the automatic generation of help on an application [2, 5], adapting user interfaces at run-time, based on the users’ needs [4], or providing user assistance when filling forms [9, 3].

With these application areas in mind, we encourage to foresee a possibility (e.g. an attribute) for linking UI models with a formal ontology of user interfaces and interactions, i.e. for semantically annotating UI models. In a further standardization step, the ontology itself can be subject for standardization. In the long run, we think that meta models of user interface standards and domain ontologies of the user interfaces and interactions domain can converge, thus ending up with both, a standardized domain ontology of the user interfaces and interactions domain, and user interface standards that can be coupled with ontological engineering approaches.
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